**3. Data Extraction**

The input to the system is a scanned image of the digit with a suitable format like JPEG. In this proposed system, MNIST dataset is used which was constructed from a number of scanned images from the National Institute of Standards and Technology. Handwriting samples are taken from 250 people for training and 250 other people for testing. The data set consists of 70,000 samples of scanned handwritten images. Out of this, 60,000 are used to train the network and the remaining 10,000 samples are used for testing. The set of images given for training are completely different from the images given for testing so as to know how better the system recognizes the digits.

The steps that are needed to detect handwritten digits -

1. Create a database of handwritten digits.
2. For each handwritten digit in the database, extract HOG features and train a Linear SVM.
3. Use the classifier trained in step 2 to predict digits.
4. **Creation of a Database:**

The dataset was constructed from a number of scanned documents dataset available from the National Institute of Standards and Technology (NIST). This is where the name the dataset comes from as the Modified NIST or MNIST dataset.

The first step is to create a database of handwritten digits. We are not going to create a new database but we will use the popular **MNIST database of handwritten digits.** The MNIST database is a set of 70000 samples of handwritten digits where each sample consists of a grayscale image of size 28×28. There are a total of 70,000 samples. We will use sklearn datasets package to download the MNIST database from matlab.org. This package makes it convenient to work with toy databases.

The size of of MNIST database is about 55.4 MB. Once the database is downloaded, it will be cached locally in your hard drive.

[![One sample for each handwritten digit in MNSIT database](data:image/png;base64,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)](http://hanzratech.in/figures/mnist-dataset.png)

Figure 3.1: One sample for each handwritten digit in MNSIT database

There are approximate 7000 samples for each digit. The actual number of samples for each digit can be calculated by using collections. Counter class is used for calculating the total number of samples of all the digits.The actual samples for each digit was -

| **Digits** | **Number of samples** |
| --- | --- |
| 0 | 6903 |
| 1 | 7877 |
| 2 | 6990 |
| 3 | 7141 |
| 4 | 6824 |
| 5 | 6313 |
| 6 | 6876 |
| 7 | 7293 |
| 8 | 6825 |
| 9 | 6958 |

We will write 2 python scripts – one for training the classifier and the second for test the classifier. The first classifier is used to calculate the HOG features of all the samples in the MNIST database.

1. **Training a Classifier**

Training the classifier is the first step used to calculate the hog features of each sample and train a linear SVM with the HOG features of each sample along with the corresponding label. Training the classifier involves the following 3 steps

1. Calculate the HOG features for each sample in the database.
2. Train a multi-class linear SVM with the HOG features of each sample along with the corresponding label.
3. Save the classifier in a file

The first step is to import the required modules which are to be used in the project. The following 5 packages are to imported before being used in the project:

* 1. from sklearn.externals import joblib
  2. from sklearn import datasets
  3. from skimage.feature import hog
  4. from sklearn.svm import LinearSVC
  5. import numpy as np

We will use the sklearn.externals.joblib package to save the classifier in a file so that we can use the classifier again without performing training each time. Calculating HOG features for 70000 images is a costly operation, so we will save the classifier in a file and load it whenever we want to use it.

As discussed above sklearn.datasets package will be used to download the MNIST database for handwritten digits.

We will use skimage.feature.hog class to calculate the HOG features of each digit in the MNIST database.

We will use sklearn.svm.LinearSVCclass to perform prediction after training the classifier. We will store our HOG features and labels in numpy arrays. The next step is to download the dataset using the sklearn datasets.fetch\_mldata function. For the first time, it will take some time as 55.4 MB will be downloaded.

dataset = datasets.fetch\_mldata(“MNIST Original”)

Once, the dataset is downloaded we will save the images of the digits in a numpy array features and the corresponding labels i.e. the digit in another numpy array labels as shown below in the following two lines.

features = np.array(dataset.data, ‘int16’)

labels = np.array(dataset.target, ‘int’)

Next, we calculate the HOG features for each image in the database and save them in another numpy array named hog\_feature. Calculating HOG features for 70000 images is a costly operation, so we will save the classifier in a file and load it whenever we want to use it.

list\_hog\_fd = []

for feature in features:

fd = hog(feature.reshape((28, 28)), orientations = 9, pixels\_per\_cell = (14, 14), cells\_per\_block = (1, 1), visualize = False

list\_hog\_fd.append(fd)

hog\_features = np.array(list\_hog\_fd,’float64’)

First, we initialize an empty list list\_hog\_fd, where we append the HOG features for each sample in the database. So, in the for loop in the given above program, we calculate the HOG features and append them to the list list\_hog\_fd. Finally, we create a numpy array hog\_features containing the HOG features which will be used to train the classifier. This step will take some time, so be patient while this piece of code finishes.

To calculate the HOG features, we set the number of cells in each block equal to one and each individual cell is of size 14×14. Since our image is of size 28×28, we will have four blocks or cells of size 14×14 each. Also, we set the size of orientation vector equal to 9. So, our HOG feature vector for each sample will be of size 4×9 = 36. We are not interested in visualizing the HOG feature image, so we will set the visualise parameter to false.

The next step is to create a Linear SVM object. Since there are 10 digits, we need a multi-class classifier. The Linear SVM that comes with sklearn can perform multi-class classification.

clf = LinearSVC()

We preform the training using the fit member function of the clf object.

clf.fit(hog\_features, labels)

The fit function required 2 arguments –one an array of the HOG features of the handwritten digit that we calculated earlier and a corresponding array of labels. Each label value is from the set — [0, 1, 2, 3,…, 8, 9]. When the training finishes, we will save the classifier in a file named digits\_cls.pkl as shown in the code below –

joblib.dump(clf, “digits\_cls.pkl”, compress = 3)

The compress parameter in the joblib.dump function is used to set how much compression is done and I am quoting this from the documentation –

Compress is an integer from 0 to 9. Optional compression level for the data 0 is no compression. Higher means more compression, but also slower read and write times. Using a value of 3 is often a good compromise.

1. **Testing the Classifier**

Now, we will use another python script to test the classifier. The different code modules being used in testing the classifier is shown in detail in the following blocks.

* 1. import cv2
  2. from sklearn.externals import joblib
  3. from skimage.feature import hog
  4. import numpy as np

We will use the sklearn.externals.joblib package to save the classifier in a file so that we can use the classifier again without performing training each time. Calculating HOG features for 70000 images is a costly operation, so we will save the classifier in a file and load it whenever we want to use it.

We will use skimage.feature.hog class to calculate the HOG features of each digit in the MNIST database.

We will use sklearn.svm.LinearSVCclass to perform prediction after training the classifier. We will store our HOG features and labels in numpy arrays. The next step is to download the dataset using the sklearn datasets.fetch\_mldata function. For the first time, it will take some time as 55.4 MB will be downloaded.

clf **=** joblib**.**load("digits\_cls.pkl")

The above command is used to load the classifier from digits\_cls.pkl which is created in the previous script.

im **=** cv2**.**imread("/home/bikz05/Desktop/photo8.jpg")

This command is used to read the input image which is to be converted into computer formatted text.

im\_gray **=** cv2**.**cvtColor(im, cv2**.**COLOR\_BGR2GRAY)

im\_gray **=** cv2**.**GaussianBlur(im\_gray, (5, 5), 0)

The above lines of code is used to convert the color image which is given as input from the user to the grayscale image and perform the operations on the converted greyscale image. We then apply a Gaussian filter to the grayscale image to remove noisy pixels.

ret, im\_th **=** cv2**.**threshold(im\_gray, 90, 255, cv2**.**THRESH\_BINARY\_INV)

We convert the grayscale image into a binary image using a threshold value of 90. All the pixel locations with grayscale values greater than 90 are set to 0 in the binary image and all the pixel locations with grayscale values less than 90 are set to 255 in the binary image.

ctrs,hier **=** cv2**.**findContours(im\_th**.**copy(), cv2**.**RETR\_EXTERNAL, cv2**.**CHAIN\_APPROX\_SIMPLE)

We calculate the contours in the image and calculate the bounding box for each contour.

rects **=** [cv2**.**boundingRect(ctr) **for** ctr **in** ctrs]

**for** rect **in** rects:

cv2**.**rectangle(im, (rect[0], rect[1]), (rect[0] **+** rect[2], rect[1] **+** rect[3]), (0, 255, 0), 3)

leng **=** int(rect[3] **\*** 1.6)

pt1 **=** int(rect[1] **+** rect[3] **//** 2 **-** leng **//** 2)

pt2 **=** int(rect[0] **+** rect[2] **//** 2 **-** leng **//** 2)

roi **=** im\_th[pt1:pt1**+**leng, pt2:pt2**+**leng]

For each bounding box, we generate a bounding square around each contour. For each rectangular region, calculate HOG features and predict the digit using Linear SVM. Draw the rectangles. Make the rectangular region around the digit.

roi **=** cv2**.**resize(roi, (28, 28), interpolation**=**cv2**.**INTER\_AREA)

roi **=** cv2**.**dilate(roi, (3, 3))

Then resize each bounding square to a size of 28×28 and dilate it.

roi\_hog\_fd **=** hog(roi, orientations**=**9, pixels\_per\_cell**=**(14, 14), cells\_per\_block**=**(1, 1), visualise**=**False)

Calculate the HOG features for each bounding square. Remember here that the HOG feature vector for each bounding square should be of the same size for which the classifier was trained, else you will get an error.

nbr **=** clf**.**predict(np**.**array([roi\_hog\_fd], 'float64'))

cv2**.**putText(im, str(int(nbr[0])), (rect[0], rect[1]),cv2**.**FONT\_HERSHEY\_DUPLEX, 2, (0, 255, 255), 3)

Predict the digit using the classifier which was developed in the first step. Draw the bounding box and the predicted the digit on the input image.

cv2**.**imshow("Resulting Image with Rectangular ROIs", im)

Finally, the image is being displayed. This is code being used in our project to detect the digits in the given input image and display it on the output screen.

* Assumption during testing

There are a few assumptions, we have assumed in the testing images –

1. The digits should be sufficiently apart from each other. Otherwise if the digits are too close, they will interfere in the square region around each digit. In this case, we will need to create a new square image and then we need to copy the contour in that square image.
2. For the images which we used in testing, fixed thresholding worked pretty well. In most real world images, fixed thresholding does not produce good results. In this case, we need to use adaptive thresholding.
3. In the pre-processing step, we only did Gaussian blurring. In most situations, on the binary image we will need to open and close the image to remove small noise pixels and fill small holes.